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There has been an increase in the generation of data due to the fact that apps are now able to take into account or store information in a
variety of formats. In this context, modern programs deal with a variety of different types of databases while still operating inside the same
domain. The phenomenon known as polyglot persistence describes what happens in this case. It is possible for parts data to be stored in one
kind of database more successfully than in another, with dependencies on blocks of data stored in a different format. As a direct consequence
of this, the development process becomes more difficult because it is now important to have an understanding of many APIs as well as how
to correlate the data. This study makes a proposal to identify polyglot persistence patterns that have been employed in previously published
studies. When discovered, these patterns have the potential to make the creation of apps that use polyglot persistence much simpler.

Categories and Subject Descriptors: Software and its engineering [Software organization and properties]: Software system structures—Soft-
ware architectures; Software and its engineering [Software creation and management]: Designing software—Software design engineering;
Information systems [Data management systems]: Information integration—Mediators and data integration

General Terms: Software Architecture

Additional Key Words and Phrases: polyglot persistence, patterns, persistence layer

ACM Reference Format:

Pereira, F. and Guerra, E. and R. R. Rosa 2022. Patterns for Polyglot Persistence Layer. HILLSIDE Proc. of Conf. on Pattern Lang. of Prog. 29
(October 2022), 8 pages.

1. INTRODUCTION

The idea behind polyglot persistence is to use a number of different database systems inside a single application
domain, with each database system catering to a set of requirements in terms of both its functionality and its
non-functionality [Sadalage and Fowler 2013] [Schaarschmidt et al. 2015]. This concept is a result of the tendency
of many businesses to store their operational data in different groups of technologies, SQL and NoSQL databases
[Khine and Wang 2019]. Because of this, it is necessary to choose the most effective persistence model for each
individual work that is to be carried out, given that each model can be modified to more efficiently tackle certain
difficulties [Villaça et al. 2018]. As a consequence of this, polyglot persistence may be basically stated as the
utilization of data storage inside system components that belong to the same application domain [Wiese 2015].

This study identifies patterns in order to record experiences, taking into account the previous researches that
has been conducted on polyglot persistence. The patterns are meant to be used in situations in which several
databases are being utilized to store instances parts of the same domain model. When working in scenarios that
involve polyglot persistence, developers may find that using the identified patterns makes their jobs easier.
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Three patterns were identified. Although each offers a different approach to the problem, the context and the
forces remain the same. The patterns that are given are associated with the DAO pattern (Data Access Object)
[Buschmann et al. 2007]. The DAO pattern allows for the creation of data classes regardless of the type of data
source that is being accessed. This includes relational databases, NoSQL databases, text files, and other types of
data sources. At DAO pattern, encapsulating data access mechanisms allows them to be modified in a way that is
not dependent on the code that makes use of the data. The business logic is not altered in any way as a result of
this, and the resulting classes are easier to comprehend [Sun et al. 2010]. The three patterns that were identified
are as follows:

(1) Independent DAO: access to the various databases is not transparent while using this pattern; rather, it is
carried out directly within the program’s source code;

(2) Integrated Polyglot DAO: this pattern makes it possible for developers to have transparent access to several
databases through the use of a single API that incorporates multiple DAOs;

(3) DAO Compound Mediator: this pattern makes it possible for developers to have transparent access to several
databases by utilizing a mediator API that provides independent access to multiple DAOs.

1.1 Context, Problem and Forces

Context: It may be necessary, when developing an application, to manage correlated data in multiple formats
within the same domain. This information can be stored in relational databases and other blocks may perform
better if stored in diverse NoSQL databases. Moreover, if the application needs to be distributed and scalable,
NoSQL-based solutions are more appropriate [de Queiroz et al. 2013]. In addition, utilizing a variety of NoSQL
database types can provide useful features associated with documents, graphs, and time series, among others
[Pritchett 2008]. In this scenario, we aim to manipulate the entire domain dataset in an efficient manner. This
requires the developer to deal with the persistence of separate data blocks using different paradigms and formats,
which can become complex.

Problem: How to structure an application with the same domain model whose objects are persisted in
different databases?

Forces:

F1. It is possible that application maintenance will become more difficult if different APIs will need to be accessed
simultaneously within the same class in order to access multiple persistence kinds, resulting in strong coupling;
— But reducing coupling by accessing a single API that takes responsibility for transparent access to all others
makes it difficult to update these.

F2. When databases are accessed independently, it is difficult to handle transactions since ensuring consistency
is complicated. Considering the circumstance when portions of the same object are stored across multiple
databases, accessing various APIs will make it difficult to make the transaction atomic; — But accessing many
databases at the same time through a single interface can provide significant implementation challenges for the
persistence layer.

F3. When database access occurs in an atomically encapsulated pool within the persistence layer, transaction
management is transparent to the developer. Isolate APIs usage in the application’s persistence layer is
structurally more viable to outsource transaction management to this layer; — But accessing different databases
through different APIs independently can be more practical if we consider the different natures and formats that
each one handles.

F4. It may be required for the developer to be familiar with many types of data stores and their APIs. Accessing
diverse persistence formats, whether from relational or non-relational databases, may require the programmer
to have specialized understanding of each. This is inefficient and inhibits the use of polyglot persistence; — But
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accessing a single API can generate a lot of complexity for the persistence layer by making data of different
formats have to be composed generating a single new format.

F5. In the persistence layer, when APIs from several databases are accessed, business rules do not need to be
aware of the data stores. When domain business rules are implemented independent of the characteristics of
data repositories, they are transparent to the programmer via a uniform language; — But it may be challenging
to upgrade APIs in the persistent layer, which may result in refactorings occurring in this layer;

2. BACKGROUND

2.1 Persistence Layer

The layered architecture pattern is by far the most common type of software architecture pattern. This structure
divides the components into horizontal levels, each of which serves a specific purpose. The layers are disconnected
from one another, thus each of their components is responsible for the logic of its own layer. This guarantees
isolation and reduces the amount of work required for refactoring. [Richards 2015].

Transformations, calculations, and aggregations are carried out and returned to the requester on a layer-by-layer
basis as the request is passed from one tier to the next. The visibility between the different layers can be adjusted,
and further layers can be added or removed, depending on the application domain and the architectural design
that is planned. The persistence layer is typically developed using the repository pattern or other that are quite
similar to it [Schram 2015].

In the persistence layer, the classes typically encapsulate the required database access logic. Several patterns
can be used to accomplish the goals of this layer. These patterns establish abstractions, facilitate maintainability
and refactoring, and offer source code decoupling and isolation. This layer’s patterns and approaches are described
in the following subsections.

2.2 DAO Pattern

Following the DAO pattern (Data Access Object), data classes can be created regardless of the data source
type accessed, including relational databases, NoSQL databases, and text files. Data access mechanisms are
encapsulated and can be modified independently of the code that utilizes them. With this, the business logic is
unaffected and the classes are more readable [Sun et al. 2010].

To ensure isolation, it is generally desirable for DAO implementations to restrict data access to this type of
class. Moreover, each DAO instance must be uniquely responsible for a domain object and must implement CRUD
operations. Internally, transactions, sessions, and connections should not be managed. In addition to accessing
the database layer, the DAO classes are responsible for transforming requests into queries and transcribing the
results into the desired format.

When applied correctly, the DAO pattern generates data access transparency for the application, which simplifies
processes such as migration and database exchange. Moreover, the application now has a centralized data access
point, which will facilitate future refactorings.

2.3 Polyglot Persistence

In 2009, researcher Scott Leberknight coined the term polyglot persistence. Primarily as a result of the development
of database technologies, the term has become more researched since 2013 [Sadalage and Fowler 2013]. In
recent years, the term "polyglot persistence" has generated a great deal of interest among researchers working in
the field of software architecture; yet, there are currently no consolidated concrete reference solutions for polyglot
structures. A systematic review can be found in the work of Khine and Wang [2019], where models and prototypes
have been found in both the state of the art and in the state of the tech.

For the majority of authors, polyglot persistence refers to the practice of employing multiple database systems
within a single application domain in order to meet diverse functional and non-functional system requirements
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[Schaarschmidt et al. 2015]. It is a viable alternative in order to meet the requirements of modern data management
infrastructures instead of defining a single database management system to store all the data [Wiese 2015] [Gamal
et al. 2021] [Glake et al. 2022] [Roy-Hubara et al. 2022].

3. INDEPENDENT DAO

Solution: Make use of a different DAO for each different kind of database that the business layer needs
access to. Make calls to these DAOs directly from the source code and perform the transformation and
aggregation of retrieved data blocks manually.

In this solution, the developer opens a connection for each database type before invoking a specific DAO.
The query is executed sequentially. For certain fields of an object containing data in multiple databases, data is
initially retrieved from a first database. Then, these data are filtered when querying a second database in order to
populate the other fields based on the requested query. This procedure is repeated for data blocks located in other
databases. See Figure 1.

Fig. 1. Independent DAO Pattern.

It is important to keep in mind that the obtained data will first be delivered to the business and service layer
before being filtered. The developer of this solution needs to be knowledgeable about all possible types of storage
and be able to independently manage data correlation transactions. This means that any changes made to a
block of data that is being persisted in one database but could potentially affect the consistency of data in another
database must be handled manually by the developer.

Consequences:

(+) Maintenance. Does not mix APIs in persistence layer;
(-) Transaction. As APIs are invoked independently in the business layer, transactions are independent, making

it difficult to maintain consistency;
(-) Transparency. Data integration is done at the business layer level, losing transparency for the developer;
(+) Cohesion. Decoupled maintenance of APIs can be performed independently;
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(-) Upgrade. Business rules need to manage multiple data repositories;

Known Uses: The Spring DATA framework [Spring 2022] enables developers to work in polyglot persistence
scenarios compliant with the Independent DAO specification. It contains distinct APIs for each type of storage,
allowing developers to use them independently while correlating data at the business layer level. This pattern
is also identified in Gamal et al. [2021], where independently correlating data accessed via different APIs in the
health domain.

Related Patterns: The DAO pattern and the ORM technique (Object Relational Mapper ) [Fowler 2012] are
related to the Independent DAO pattern and can be implemented concomitantly as part of the solution schema.

4. INTEGRATED POLYGLOT DAO

Solution: Use one integrated DAO for all of the different kinds of databases that are used in the persis-
tence layer. After associating the data, transfer it to the business layer.

This approach is based on the developer calling just one built-in DAO. The service and business layers are
unaware of the different types of databases or even that they exist. The request for an object that contains data
from many databases is sent to a single interface in the persistence layer. The result is obtained by combining
various APIs in order to manage blocks of data that are stored in different databases. See Figure 2.

Fig. 2. Integrated Polyglot DAO Pattern.

In this approach, the DAO API is responsible for managing transactions within a single method. As a result,
any alterations to the data contained within one database that have the potential to result in inconsistencies
within another database are already taken care of automatically, ensuring that the entire process is atomic.
Implementations are constructed ad hoc, independently of the storage logic, by joining APIs and carrying out the
necessary filters and transformations in order to produce the return.

Consequences:

(-) Maintenance. Mixing APIs within the persistence layer can produce couplings;
(+) Transaction. Transactions are managed together favoring consistency;
(+) Transparency. Integration at the persistence layer level with developer transparency;
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(-) Cohesion. Joint maintenance is dependent on multiple APIs, causing an API update of a database type to
affect the functionality of a persistence layer method that uses it;

(+) Upgrade. Transparency of the existence of multiple data repositories for business rules;

Known Uses: The Apache Drill framework [Hausenblas and Nadeau 2013] is one example where this pattern
can be identified. In it, multiple APIs are combined and consolidated using the SQL language in order to gain
access to various databases via raw files. Access to data is transparent to the service/business layer, and
transactions are processed concomitantly; however, the variety of APIs makes maintenance difficult.

This pattern is also observed in the CloudMdsQL project [Jiménez-Peris et al. 2016], where, despite the fact
that native queries can be interpreted as functions within the unified language, there is in fact no separation of
APIs and the entire set is viewed as a single component.

Related Patterns: This pattern is compatible with the DAO pattern. However, mixed APIs make it difficult to use
the ORM technique.

5. DAO COMPOUND MEDIATOR

Solution: Use a DAO mediator in the persistence layer. This mediator calls separate DAOs for each kind
of database, aggregates the results, and then returns them to the service or business layer.

In this approach, a mediator DAO is invoked by the developer. The service/business layer is transparent to
database types and their existence. A request for an object containing data in multiple databases is sent to the
DAO mediator in the persistence layer. According to the storage type of each data block, the DAO mediator
interprets the request and splits the operation using separate APIs for each data block. See Figure 3.

Fig. 3. DAO Compound Mediator Pattern Scheme.
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Transactions are managed independently during data correlation. The mediator DAO is responsible for ensuring
storage consistency and making the atomic transaction and data repositories transparent from the perspective of
the service/business layer.

Consequences:

(-) Maintenance. Mixing APIs in persistence layer;
(+) Transaction. Transactions are managed independently during data correlation. The mediator DAO is respon-

sible for ensuring storage consistency and making the atomic transaction and data repositories transparent from
the perspective of the service/business layer;

(+) Transparency. Persistence layer level integration;
(+) Cohesion. Decoupled maintenance of APIs can be performed independently;
(+) Upgrade. Transparency of the existence of multiple repositories for business rules;

Know Uses: This pattern is recognized by the PPM mediator [Schaarschmidt et al. 2015]. It is also identified
similarly in the work WA-RAF [Zambom Santana and dos Santos Mello 2019], which proposes scalable middleware
for multiple NoSQL databases.

Related Patterns: The DAO pattern and the ORM technique are related to the DAO Composite Mediator pattern
and can be implemented concomitantly as part of the solution strategy.

6. CHOOSING THE PATTERNS

Each of the identified patterns generates a solution that meets contradictory forces. It is necessary for the developer
to make a trade-off analysis to verify the best approach to be adopted. The table I assists in selecting the best
appropriate pattern based on the indicated consequences.

Table I. Patterns x consequencies of it adotion.

Pattern Maintenance Transaction Transparency Cohesion Upgrade

Independent DAO + - - + -

Integrated Polyglot DAO - + + - +

DAO Compound Mediator - + + + +

The consequences that are met by the pattern are marked with positive or negative impact.

7. FINAL CONSIDERATIONS

The results of this research identified three patterns that have implications for the field of polyglot persistence.
This identification could be of assistance to developers in better structuring their applications when the polyglot
persistence context is present. Not only was polyglot persistence a primary consideration during the design of the
patterns, but so was the possibility that objects belonging to the same domain might have portions of their data
stored in more than one database.

There are several challenges identified for implementing each pattern, with both positive and negative conse-
quences. The forces involved are contradictory, and it is up to the developer to define the best approach according
to the application. In future work, it is intended to address good code implementation practices for the use of the
pattern described in this paper.

Patterns for Polyglot Persistence Layer — Page 7



In conclusion it is important to mention that the approaches defined in the identified patterns has the potential
to be applied in several application areas such as space sciences, e.g. Rosa [2020] and Lara et al. [2008],
environmental sciences, e.g. Velho et al. [2001] and also in the areas of health sciences, e.g. Agrawal [2020].
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